# 扩展KMP算法

湖南 周戈林

## 1．内容介绍

串匹配问题是一类实用价值很高的信息学问题。对于这类问题，我们一般使用功能强大的后缀树和后缀数组加以解决。传统的KMP算法由于功能简单，往往不受重视。

但值得注意的是，后缀树和后缀数组的编程复杂度很高，程序运行常数极大，空间耗费也不小，在解决数据范围很大的问题时显得力不从心。在某些情况下，运用KMP算法的改进，也就是扩展KMP算法可以恰到好处地解决问题。

## 2．主算法

给定一个串S，定义*n*=|S|，extend[*i*]表示S与S[*i*…*n*]的最长公共前缀长度。我们可以在线性时间内得到所有的extend[*i*]。

鉴于已有论文对这个算法进行细致、感性的描述，在此就不花费篇幅赘述这一算法。如果您想详细了解这一算法，可以参见《寻找最大重复子串》（作者林希德）和《求最长回文子串与最长重复子串》（作者何林）。

## 3．算法的应用

### 例一：模板

Byteasar想用一条相当长的图案（内容是一个字符串）装饰他的屋子。为了这个，他必须准备一个适当的模板，这个模板跟图案的前一段相同。他将会把模板放在墙壁的某些位置，然后按照模板进行描绘。他每次只能描绘当时模板覆盖到的所有位置，不能只描绘其中的一些。同时只要字母符合，墙壁的每个位置都可以被描绘多次。模板上所有的字母都是相邻的，其中没有空格。当然，我们总是能找到一个模板能拼出整个图案。但是Bytesar希望模板花费最小，也就是这个模板尽量短。

**任务**

写一个程序：

从标准输入中读入Byteasar想要描绘在墙壁上的图案，

计算出完全描绘这个图案所需的模板的最短长度，

把结果写到标准输出中。

**输入描述**

标准输入仅包含一行，就是Byteasar想描绘在墙壁上的图案，它包含最多500,000个英文小写字母。

**输出描述**

标准输出仅包含一行，就是最短模板长度。

**样例**

对于以下的输入数据：

ababbababbabababbabababbababbaba

正确的输出应该是：

8

样例的结果是这么来的：

**ababbababbabababbabababbababbaba**

**ababbaba**

**ababbaba**

**ababbaba**

**ababbaba**

**ababbaba**

**解法分析**

本题要求找一个最短的模板串，把主串拼出来。那么怎么样的模板串才能拼出主串呢？

首先，这个模板串既是主串的前缀，也是主串的后缀。因为无论怎么拼，总要拼主串的第一个和最后一个字符，而且不能多拼字符，所以模板串肯定要跟主串的前一段和后一段相等。

其次，模板串要能覆盖整个主串，也就是说每次描绘到的位置的并必须是整个主串。

以上两点性质虽然十分简单，但这为解题指明了方向：第一点确定了模板串的选择范围，第二点确定了判定一个模板是否合法的方法。

我们定义主串为S,*n*=|S|，那么模板串T=S[1…*m*],1≤*m*≤*n*，我们希望*m*最小。

显然有以下算法：从小到大依次枚举模板串的长度*m*，求出T=S[1…*m*]在S中所有能匹配到的位置，从左到右依次记为*p*1, *p*2 ,…,*pk* ，显然*p*1=1。如果对于任意的1≤*i*≤*k*-1都有*pi*+1-*pi*≤*m*，那么这就是一个合法的模板串，输出它的长度再退出即可。这个算法很简洁，唯一但是致命的缺点就是复杂度太高。即使用效率很高的KMP算法来寻找匹配位置，对于每个被枚举的*m*也需要O(*n*)的时间来判断是否可行。总复杂度高达O(*n*2)，完全不具有可行性。

我们研究一下朴素算法的细节，考察一下模板串的长度变大会导致什么变化。

**[定理1]**当*m*从*m*0变为*m*0+1时，某些匹配点可能会消失，但是绝对不会出现新的匹配点。

**[证明]**因为命题的前一部分有“可能”这个词，所以我们只需要证明不会出现新的匹配点。而这一点的证明十分简单：如果新出现了某个匹配点*q*，那么就有S[1…*m*0+1]=S[*q*…*q*+*m*0]，显然也有S[1…*m*0]=S[*q*…*q*+*m*0-1]，也就说*q*在以前就是一个匹配点，与假设矛盾。

定理1说明随着*m*的增大，![](data:image/x-wmf;base64,183GmgAAAAAAACATQAIACQAAAABxTwEACQAAA+IBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIgExIAAAAmBg8AGgD/////AAAQAAAAwP///6b////gEgAA5gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3KwpmuAQAAAAtAQAACAAAADIKgAE+EgEAAAB9eQgAAAAyCoABtBEBAAAAMXkIAAAAMgqAAXgLAQAAADF5CAAAADIKgAEACwEAAAB8eQkAAAAyCoABSgIEAAAAbWF4exwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83crCma4BAAAAC0BAQAEAAAA8AEAAAgAAAAyCuABQwcBAAAAMWEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAEoJCglA8RIAuKTxd8Gk8XcgMPN3KwpmuAQAAAAtAQAABAAAAPABAQAIAAAAMgqAAb4QAQAAAC1hCAAAADIKgAFyDgEAAACjYQgAAAAyCoABdAwBAAAAo2EIAAAAMgqAASEIAQAAAC1hCAAAADIKgAESAQEAAAA9YRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAATQkK2kDxEgC4pPF3waTxdyAw83crCma4BAAAAC0BAQAEAAAA8AEAAAgAAAAyCuAB0AYBAAAAK2EcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3KwpmuAQAAAAtAQAABAAAAPABAQAIAAAAMgqAAaoPAQAAAGthCAAAADIKgAGgDQEAAABpYQgAAAAyCoABcQkBAAAAcGEIAAAAMgqAAbYFAQAAAHBhCAAAADIKgAEuAAEAAABsYRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83crCma4BAAAAC0BAQAEAAAA8AEAAAgAAAAyCuABOwoBAAAAaWEIAAAAMgrgAYAGAQAAAGlhCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AuCsKZrgAAAoAIQCKAQAAAAAAAAAAXPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)的值是单调不减的，而*m*的值在不断增加，如果在某一时刻有*l*≤*m*且*pk*=*n*-*m*+1就得到了最优解。现在我们的问题就是怎么在枚举*m*的过程中维护*l*。

这时就可以用到上文提到的扩展KMP算法。首先预处理算出所有的extend[*i*]。当枚举的*m*≤extend[*i*]时，*i*就是一个匹配点。开始时我们把所有的*i*，也就是*m*=0时的匹配点存储到一个双向链表中，这样删除一个匹配点和更新*l*的值只需要O(1)时间。尔后，我们从小到大枚举*m*，在枚举的同时删除不合要求的匹配点，当第一个满足要求的*m*出现时算法停止。假设当前枚举*m*到*m*0，就把extend[*i*]=*m*0-1的*i*从链表中删去，可以用哈希表辅助这一步。

预处理的复杂度是O(*n*)的，同时每个位置只需要进一次链表、出一次链表，而链表维护的费用是O(1)，因此整个算法的时间复杂度就是线性的，是一个非常优秀的算法。

### 例二：单词的周期

一个串被定义为一个有限的英文小写字母序列。特别的，这个序列可以为空，也就是说不包含任何字母。我们定义A=BC表示串A可以通过连接（把一个串接在另一个串的后面，也就是没有空格隔开）串B和串C得到（按照这种顺序）。如果存在两个串P和B把它们连接之后能得到串A，也就是A=PB，我们就称P是A的前缀。换句话说，A的前缀就是串A最前面的片断。附加的，如果P≠A并且串P不为空，我们就说P是A的严格前缀。

我们说串Q是串A的一个周期，仅当Q是串A的严格前缀，并且串A是串QQ的前缀（不一定是严格前缀）。举例来说，串abab和ababab都是串abababa的周期。串A的最长周期是它的周期中最长的一个，也有可能是空串，如果A没有任何周期。举例来说，串ababab的最长周期是abab。串abc的最长周期是空串。

**任务**

写一个程序：

从标准输入内读入一个串的长度以及这个串，

统计这个串的所有前缀的最长周期长度和，

把结果写到标准输出中。

**输入描述**

标准输入第一行是一个整数*n*（1≤*n*≤1,000,000）——串的长度。接下来一行有一个包含*n*个英文小写字母的序列——串的内容。

**输出描述**

标准输出仅包含一行，就是标准输入中串的所有前缀的最长周期长度和。

**样例**

对于以下的输入数据：

8

babababa

正确的输出应该是：

24

样例的结果是这么来的：

**b 最长周期为0**

**ba 最长周期为0**

**bab 最长周期为2**

**baba 最长周期为2**

**babab 最长周期为4**

**bababa 最长周期为4**

**bababab 最长周期为6**

**babababa 最长周期为6**

**解法分析**

把主串称作串A，且*n*=|A|。我们跳过串的周期的定义，直接定义串的最长周期，这需要借助extend函数。我们先预定义*f* [*i*]=*i*+extend[*i*+1]。

**[定理2]**若串A[1…*m*]存在周期，那么它的最长周期就是Q=A[1…*k*]，其中*k*≤*m*-1, *f* [*k*]≥*m*并且*k*的值尽量大。

**[证明]**定理2中的最长周期一定是串A的严格前缀，所以只需证明串A是串QQ的前缀，我们使用反证法证明。

如果串A不是串QQ的前缀，那么只有两种可能的情况：

1．|A|≤|QQ|且A[1…*m*]≠QQ[1…*m*]；

2．|A|＞|QQ|。

由于*f*[*k*]≥*m*，因此有Q[1…*m*-*k*]=A[*k*+1…m]，又Q=A[1…*k*]，所以有QQ[1…*m*]=A[1…*m*]。这说明情况1不可能出现。

假设情况2出现，由对情况1的分析知必有A[1..2*k*]=QQ。因为*f* [*k*]≥*m*，所以A[1..*m*-*k*]=A[*k*+1…*m*]，也就有A[1…*k*]=A[*k*+1…2*k*]=…=A[(*p*-1)*k*+1…*pk*]，此外还有A[*pk*+1…*m*]=A[1…*m*-*pk*]，其中![](data:image/x-wmf;base64,183GmgAAAAAAAOAJQAQBCQAAAACwUwEACQAAA2MBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQATgCRIAAAAmBg8AGgD/////AAAQAAAAwP///7j///+gCQAA+AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAnYDBQAAABMCIAKYBhwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83dEEmbFBAAAAC0BAQAIAAAAMgqAAuQIAQAAADJ5CAAAADIKjgHoBQEAAAAxeRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAkhAKuEDxEgC4pPF3waTxdyAw83dEEmbFBAAAAC0BAgAEAAAA8AEBAAgAAAAyCoACrAcBAAAAs3kIAAAAMgoaA7AGAQAAAPp5CAAAADIK2gOwBgEAAAD7eQgAAAAyCqoBsAYBAAAA+nkIAAAAMgoaA9QCAQAAAOp5CAAAADIK2gPUAgEAAADreQgAAAAyCqoB1AIBAAAA6nkIAAAAMgqOAfIEAQAAAC15CAAAADIKgAKWAQEAAAA9eRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83dEEmbFBAAAAC0BAQAEAAAA8AECAAgAAAAyCqwDpwQBAAAAa3kIAAAAMgqOAZADAQAAAG15CAAAADIKgAJqAAEAAABweQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAMVEEmbFAAAKACEAigEAAAAAAgAAAFzzEgAEAAAALQECAAQAAADwAQEAAwAAAAAA)。以上等式可用图1表示：

![okr_fig.bmp](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVcAAACACAIAAAAwH71sAAAAAXNSR0IArs4c6QAABTtJREFUeF7t3eFu2moQBNDQF2/fnNJashARyILAjL0nP68Iu9/Z9cQOV83pfD5/+SJAYLDAr8Fnd3QCBP4JSAF7QGC6gBSYvgHOT0AK2AEC0wWkwPQNcH4CUsAOEJguIAWmb4DzE5ACdoDAdAEpMH0DnJ+AFLADBKYLSIHpG+D8BKSAHSAwXUAKTN8A5ycgBewAgekCUmD6Bjg/ASlgBwhMF5AC0zfA+QlIATtAYLqAFJi+Ac5PQArYAQLTBaTA9A1w/tcFTv+/Xn+f1DtMTIGemS2d3CxQT3uppdxd3b3/Q94TU6BkZper/dLJ8nUdBCXt7e5S1PDTAhNT4Gmsn/1GV/vPegbfbQn0YAMvlp6YAuUzK2/vxYXb6bdfP7vde2RbX7O73xHsO8OeW6nlMuu5Cb+57Nvaew75kN+17MzyY/96auvIdnpHMPFeYF3Q9bG8c2XL2+tEe19X1xFwXWXvEXA5y7gUaJvZvRuBnf5Ued9F2PDO94ayu0eAG8xxKbDcyzWs1M1d5dpST3slSoVt3GT33iN7YgqUzOzebwFL2iu89oItff8twNLM+t/X3zTtMcRnpUDPzG626kgrFbxW31p6/QjgQUzv9POdWZ8RfL/2Ij94b35crD2UtPfWa2mnb77Ty3uj9qwU2IjiZQS+fwpwYJNZTwQHHqSjvUlguXHb49P+dhD3AtutvJLAMQXcCxxzrk5FYLuAFNhu5ZUEjikgBY45V6cisF1ACmy38koCxxSQAsecq1MR2C7w0c8Ijv1xy3Z0ryRwLRD5X9euG/h4Cvxp+idZ/py+9PPgiuTzOK5+yOf8O5yKngjCA1CeQFxACsRHoAECYQEpEB6A8gTiAlIgPgINEAgLSIHwAJQnEBeQAvERaIBAWEAKhAegPIG4gBSIj0ADBMICUiA8AOUJxAWkQHwEGiAQFpAC4QEoTyAuIAXiI9AAgbCAFAgPQHkCcQEpEB+BBgiEBaRAeADKE4gLSIH4CDRAICwgBcIDUJ5AXEAKxEegAQJhASkQHoDyBOICUiA+Ag0QCAtIgfAAlCcQF5AC8RFogEBYQAqEB6A8gbiAFIiPQAMEwgIf/6sk4fMqT6BOYNbfJqrj1xABAl9fnghsAYHpAlJg+gY4PwEpYAcITBeQAtM3wPkJfPQzgjbu0+nU1pJ+Bgr4jCA59EsKnJP1b2tfMkk/DwZyWJ9zeOyeCJpiQC8EEgJSIKGuJoEmASnQNA29EEgISIGEupoEmgSkQNM09EIgISAFEupqEmgSkAJN09ALgYSAFEioq0mgSUAKNE1DLwQSAlIgoa4mgSYBKdA0Db0QSAhIgYS6mgSaBKRA0zT0QiAhIAUS6moSaBKQAk3T0AuBhIAUSKirSaBJQAo0TUMvBBICUiChriaBJgEp0DQNvRBICEiBhLqaBJoEpEDTNPRCICEgBRLqahJoEpACTdPQC4GEgBRIqKtJoEnA3yZqmoZeRgr420Qjx+7QBJoEPBE0TUMvBBICUiChriaBJgEp0DQNvRBICEiBhLqaBJoEpEDTNPRCICEgBRLqahJoEpACTdPQC4GEgBRIqKtJoElACjRNQy8EEgJSIKGuJoEmASnQNA29EEgISIGEupoEmgSkQNM09EIgISAFEupqEmgSkAJN09ALgYSAFEioq0mgSUAKNE1DLwQSAlIgoa4mgSYBKdA0Db0QSAhIgYS6mgSaBKRA0zT0QiAhIAUS6moSaBKQAk3T0AuBhIAUSKirSaBJQAo0TUMvBBICUiChriaBJgEp0DQNvRBICPwFUar193DmPeYAAAAASUVORK5CYII=)

图1

由以上讨论知*f* [*pk*]≥*m*，这与*k*的最优性不符，所以情况2也不可能出现。

在否定了两种情况后，定理2的正确性就是显然的了。

直接应用定理2就可以得到以下算法：对于每个*m*，从大到小枚举对应的*k*，直到找到一个满足*f* [*k*]≥*m*的*k*后停止，把这时的*k*值累加。这个算法在预处理之后需要两重循环枚举*m*和*k*，在最坏情况下的复杂度是O(*n*2)，太高了。

注意到以下事实：假设我们从小大到大枚举*m*，恰好枚举到*m*=*m*0，又存在*i*＜*j*＜*m*0且*f* [*i*]≤*f* [*j*]，那么A[1…*i*]在这之后肯定不会成为某个A[1…*m*],*m*＞*m*0的最长周期。这是因为当*i*和*j*都是周期时*j*比*i*更优，而当*j*不是周期的时候*i*也一定不是周期。

我们可以维护一个栈*k*1, *k*2, *k*3,…, *kp*记录当前有可能成为最长周期的位置，它们满足![](data:image/x-wmf;base64,183GmgAAAAAAACANYAIACQAAAABRUQEACQAAA44BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAIgDRIAAAAmBg8AGgD/////AAAQAAAAwP///6b////gDAAABgIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3ihxmnwQAAAAtAQAACAAAADIK4AFkDAEAAABweRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83eKHGafBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABhAsBAAAAa3kIAAAAMgqAAQwGAQAAAGt5CAAAADIKgAEOAwEAAABreQgAAAAyCoABOgABAAAAa3kcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAALkJCnpA8RIAuKTxd8Gk8XcgMPN3ihxmnwQAAAAtAQAABAAAAPABAQAIAAAAMgqAAUwKAQAAADx5CAAAADIKgAHEBwEAAAA8eQgAAAAyCoAB1AQBAAAAPHkIAAAAMgqAAdYBAQAAADx5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik8XfBpPF3IDDzd4ocZp8EAAAALQEBAAQAAADwAQAACQAAADIKgAHkCAMAAAAuLi5lHAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik8XfBpPF3IDDzd4ocZp8EAAAALQEAAAQAAADwAQEACAAAADIK4AHKBgEAAAAzLggAAAAyCuAB0wMBAAAAMi4IAAAAMgrgAeYAAQAAADEuCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0An4ocZp8AAAoAIQCKAQAAAAABAAAAXPMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)，以及![](data:image/x-wmf;base64,183GmgAAAAAAACAVYAIACQAAAABRSQEACQAAA+4BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAIgFRIAAAAmBg8AGgD/////AAAQAAAAwP///6b////gFAAABgIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3BgxmcAQAAAAtAQAACAAAADIKgAGAFAEAAABdeQgAAAAyCoABaBIBAAAAW3kJAAAAMgqAAcwOAwAAAC4uLmUIAAAAMgqAAdoMAQAAAF0uCAAAADIKgAHyCgEAAABbLggAAAAyCoAB8gcBAAAAXS4IAAAAMgqAAfwFAQAAAFsuCAAAADIKgAH8AgEAAABdLggAAAAyCoABMAEBAAAAWy4cAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3BgxmcAQAAAAtAQEABAAAAPABAAAIAAAAMgrgAToMAQAAADMuCAAAADIK4AFLBwEAAAAyLggAAAAyCuABZgIBAAAAMS4cAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3BgxmcAQAAAAtAQAABAAAAPABAQAIAAAAMgrgAdITAQAAAHAuHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik8XfBpPF3IDDzdwYMZnAEAAAALQEBAAQAAADwAQAACAAAADIKgAHyEgEAAABrLggAAAAyCoABuhEBAAAAZi4IAAAAMgqAAXwLAQAAAGsuCAAAADIKgAFECgEAAABmLggAAAAyCoABhgYBAAAAay4IAAAAMgqAAU4FAQAAAGYuCAAAADIKgAG6AQEAAABrLggAAAAyCoABggABAAAAZi4cAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAFgECq1A8RIAuKTxd8Gk8XcgMPN3BgxmcAQAAAAtAQAABAAAAPABAQAIAAAAMgqAAToQAQAAAD4uCAAAADIKgAGsDQEAAAA+LggAAAAyCoABxAgBAAAAPi4IAAAAMgqAAc4DAQAAAD4uCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AcAYMZnAAAAoAIQCKAQAAAAABAAAAXPMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)。假设我们处理到A[1…*i*]：就先判断*f* [*kp*]与*f* [*i*-1]的大小关系，如果*f* [*kp*]≤*f* [*i*-1]就将栈顶元素出栈，直到*f* [*kp*]＞*f* [*i*-1]为止，再把*i*-1入栈。此后再将判断*f* [*kp*]与*i*的大小关系，如果*f* [*kp*]＜*i*就将栈顶元素出栈，直到*f* [*kp*]≥*i*或者栈空为止。这时如果栈空说明A[1…*i*]没有周期，否则其最长周期为A[1…*kp*]。

每个位置最多进一次栈出一次栈，所以对栈的维护总共需要O(*n*)的时间。本题的时间复杂度就是O(*n*)。

## 4．总结

在本文所述的两道例题的解答过程中，我们跳出了一般的思维惯性，避开了繁琐的高级数据结构，同时尽可能地将题目条件与extend函数建立关系，从而使得可以用扩展KMP来解题。但仅仅这样是不足以得到最优算法的，我们还要对extend函数进行细致的分析，利用串的特性来解决问题，才能得到完善的解法。

## 5．附录

本文选用了两道Polish Olympiad in Informatics的题目，题目原文见附件中的sza.htm和okr.htm。

本文源程序为sza.pas和okr.pas。

本文参考了《寻找最大重复子串》（作者林希德）和《求最长回文子串与最长重复子串》（作者何林）两篇论文。